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The course timetable construction is a procedure that every academic department has to
carry out at least twice annually, more times if some of the requirements change. These
requirements indicate that a collection of elements must be taken in mind in order for
an acceptable solution to be found. They come either from the inherent constraints of
the problem or from the involved parties, namely teachers and students. A requirement
that is very difficult to satisfy is the one of optimality, which means that the constructed
timetable should be the best among the legal ones, according to some quantified quality
criteria. In this paper, a method for tackling the course timetable construction problem
for academic departments is presented, which is based on Constraint Logic Programming
(CLP) for the early pruning of the search space and on the usage of intelligent heuristics
in order to guide the search to the generation of nearly optimum solutions. A specific
system is presented, named ACTS (Automated Course Timetabling System), which has
been implemented in the ECL'PS® language. This system is currently in use by the
Department of Informatics of the University of Athens for the purpose of aiding the
semester course timetable construction.
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1. Introduction

One of the most common problems faced by man is the problem of scheduling. It
is a search problem that individuals are asked to tackle almost daily, whether they
do it consciously or not. For example, a student preparing for an examination has
to organize a study plan. This study plan is nothing more than the scheduling of
learning, practicing and revision processes. (Generally, every problem that has the
objective of corresponding a set of time entities (beginning or ending time, duration)
to a set of activities is characterized as a scheduling problem.

A broad subclass of the scheduling problems is the one of the assignment-type
problems.! The timetabling problem®? is an instance of the assignment-type prob-
lem. The objective of the timetabling problem is to place in time a set of events,
which might also need the employment of specific resources, in such a way that all
required constraints are satisfied. Timetabling problems are faced extensively by
educational organizations, e.g. academic departments, schools, etc., either for the
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course or the examination scheduling requirements. Although the simple version of
the timetabling problem may be solved in polynomial time, it has been proved that
when someone has to deal with preassignments and unavailabilities, which is the
usual non-trivial case, the problem becomes NP-complete.*® This property is the
one that makes the problem really hard.

The work on automatic construction of timetables has started in the early
sixties® and a lot of progress has been done since then. Various approaches have
been followed, such as graph coloring algorithms,” where each vertex in a graph
represents a triplet (subject, teacher, room) and two vertices are connected if they
cannot be scheduled simultaneously, that is, if they have a subject, teacher or
room in common. The problem is reduced to find a coloring of the graph with
a number of colors less than a given number, if one exists. Various other Oper-
ations Research (OR) approaches have been used as well,® such as mathematical

9,10

programming algorithms, where the central idea is to solve an optimization

problem whose purpose i1s to reduce constraint violations. Quite recently, a lot

of Artificial Intelligence (AI) techniques have been employed, such as simulated

15,16,17,18

annealing,'!'? tabu search!3'* and genetic algorithms or, in general, evo-

lutionary approaches.'® Finally, another AI approach, the constraint programming

20,21,22 most of

23,24 25 26

idea, has been used extensively for tackling the timetabling problem,
the times following a Constraint Logic Programming (CLP) methodology.

The procedure of solving a timetabling problem in a constraint programming
environment is usually carried out in two stages. The first stage has to do with
the discovery and the statement of the involved constraints. These constraints are
exported from the concerned parties and have to be imposed over a set of variables
that model the problem entities. The second stage has to do with the assignment of
values, and more specifically the proper values, to the above mentioned variables.
The successful passage through both of the above stages results in the construction
of a timetable that can be characterized as admissible by all concerned parties.

It is often argued that a timetabling problem either has a very large number of
solutions or 1t has no solution. In the first case, the best, or a very good, solution has
to be recognized among all feasible solutions. On the other hand, if the problem
is stated in such a way that no feasible solution exists, this has to be identified,
possibly through an exhaustive search of the problem space. In order to get an
idea about the size of the search space of a real-life timetabling problem, consider
a semester at a university where 40 different subjects have to be scheduled, each
subject splitting into 4 teaching periods per week. Let us also assume that there
are b working days in a week with 9 possible teaching periods in every day and
that there are 4 rooms for hosting lectures. In this case, which is quite typical, the
search space to be explored for the construction of a weekly timetable i1s as big as
(5 x 9 x 4)1x10 ~ 7 % 1030,
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The construction of a timetable is a process ever evolving and executed. This
aspect puts forth another requirement of the timetabling problem, which refers to
the quite often arising need for rescheduling. It is not uncommon that a change in
the input data so slight has occurred, that it is not needed to create a new timetable
from scratch. A few minor alterations are enough for an acceptable timetable to be
the case again. In these situations, the previously mentioned automated timetabling
procedure should be in a position to perform these alterations, thus generating
a timetable that has the smallest possible number of differences to the original
timetable.

A logical solution to the timetabling problem would be to find a way to directly
express and impose the constraints that model the requirements of a specific instance
of it. A mechanism capable of solving and satisfying these constraints has to be
employed. The framework for the development of such procedures is offered by
CLP. The purpose of this paper is to exhibit the adequacy of CLP, enriched with
intelligent search techniques, in solving the course timetabling problems of academic
departments. In addition, a working example of the method discussed 1s presented,
as this has been developed in an instance of CLP, namely the ECL‘PS® language,
and is being used in the Department of Informatics of the University of Athens
(DI/UoA).

In what follows, firstly a specific instance of the timetabling problem is intro-
duced. A brief description of CLP and the ECL!PS® language comes next. Then,
the representation of the problem in the above mentioned real system is put forth,
accompanied with a discussion on the developed intelligent search techniques. Fi-
nally, the outcome of the system is considered, an evaluation of it 1s presented and
various possible enhancements are outlined.

2. Overview of the DI/UoA Timetabling Problem

Before reaching the position where a solution for a specific timetabling problem is
required, a few other prerequisites have first to be obtained. These prerequisites
are nothing more than the gathering of the data, over which the constraints will be
imposed and the solution generating process will take effect.

In what follows, a description of the data and why these are critical is given. The
discussion concentrates on the university case, rather than the school one. More
precisely, one aspect of the university timetabling problem is considered, which
is known as course scheduling. The other aspect is characterized as examination
scheduling. Generally, the course scheduling problem is far more difficult to solve,
as 1t contains various elements not found in examination scheduling. In a nutshell,
the basic differences concentrate on the fact that there can be various lectures of
a course in course scheduling, while only one instance of a course in examination
scheduling. In addition, some conflicts can be allowed to exist in a course schedule,
while this is not the case in examination scheduling. Another factor to be considered
is that a course schedule generally spreads over a limited period of time, usually a
week, while an examination schedule, in the general case, can be constructed for an
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arbitrary period, long enough for all the subjects to be scheduled without conflicts.
This paper concentrates on weekly course scheduling. Finally, it has to be noted
that although the description is tailored to the needs of DI/UoA, few modifications
are needed to adapt the model to the cases of other academic departments.

2.1. The problem data and constraints

The first element that has to be considered in a discussion about the data involved
in course scheduling is the courses themselves. For each course, a number of matters
have to be taken in mind. Each course may or may not be split into lectures. The
number of overall hours in one week must be equal to the total duration of the
subject! in question. This splitting up of a course into weekly lectures must be
unique for this course, but not universal for all the courses of the same duration. A
substantial amount of flexibility is desired in this sector.

Other properties of a given subject come from the persons involved in its teach-
ing, namely the teacher and the students. A number of things must be known about
the faculty member in charge of teaching a given course. First of all, it must be
known when he or she is available, then, which other subjects he or she teaches.
If there are more than one teacher for a subject, the overall availability should be
set to the intersection of the availabilities of all the involved faculty members. The
student body can have constraints also. Availability is again one of them. A whole
semester might be unavailable to attend the lectures of a course if, for some reason,
it is otherwise occupied (for example, in a laboratory).

Returning to the courses’ properties, a very important factor is that of the
attendance for a given course. This is in close relation to spatial factors stemming
from the available classrooms. A given classroom can hold up to a certain amount
of students. Surpassing this limit is unacceptable. Classrooms, on the other hand,
can themselves have availability requirements. A classroom can be unavailable for
a given period in the week, for example for a faculty meeting or for seminars.

One final element revolving around the course properties is the type of the
course. In some academic departments, each subject is given a type, according to
the nature of the material it covers, the number of prerequisites it has and the
number of subjects for which it is a prerequisite. This is also the case in DI/UoA.
The type of a course is the element by which conflicts can be resolved, 1.e. avoided
or allowed. For example, courses of the same type cannot be scheduled on the same
time. On the other hand, lectures for courses of sufficiently different types can be
allowed to take place concurrently.

In order to get a more precise idea about what is given and what is needed to
be computed in the specific timetabling problem which is being tackled, consider
the following.

Assume that there are N subjects, M teachers and L classrooms. Consider, also,
the set Days of the working days in a week and the set Periods of the (hourly)

1In the following, the words “course” and “subject” will be used to denote the same timetabling
entity.
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teaching periods in every day. For example, it might be the case that Days =
{mon, tue, ..., fri} and Periods = {9:00-10:00, 10:00-11:00, . .., 19:00-20:00}.

For the i-th subject (1 < ¢ < N) there exists a number of given parameters:

Vg approximate number of students following the i-th subject

l;: number of lectures of the i-th subject

Dij: number of sessions (teaching periods) of the j-th lecture of the i-th subject
(1<j<h)

t;: number of teachers of the i-th subject

ni;: j-th teacher of the i-th subject (1 <j <t;, 1<n; <M)

d;: number of disjunctive (not conflicting) subjects with the i-th subject

Si5: j-th disjunctive subject with the i-th subject
(1<j<di, 1<s55 <N, sij #1)
us;:  number of unavailability slots (u-slots) of the i-th subject
dus;;: day of the j-th u-slot of the i-th subject (1 < j < us;, dus;; € Days)
pus;;: teaching period of the j-th u-slot of the ¢-th subject
(1 <j<us;, pusyj € Periods)
In addition, for the i-th teacher (1 < i < M) the existing parameters are:

ut;: number of u-slots of the 7-th teacher
dut;;: day of the j-th u-slot of the i-th teacher (1 < j < wut;, dut;; € Days)
put;;j: teaching period of the j-th u-slot of the ¢-th teacher
(1 <j<ut;, puty; € Periods)
Finally, the given parameters of the i-th classroom (1 < i < L) are:

¢ capacity of the i-th classroom
uc;:  number of u-slots of the i-th classroom
duc;;: day of the j-th u-slot of the i-th classroom (1 < j < ue;, due;; € Days)
puc;j: teaching period of the j-th u-slot of the ¢-th classroom
(1 <j < wuey, puc;; € Periods)
What has to be computed is the time and place that every session of the lectures
of each subject has to be scheduled in, that is

z;55:  day of the k-th session of the j-th lecture of the ¢-th subject
Yijr:  teaching period of the k-th session of the j-th lecture of the ¢-th subject
zijk:  classroom of the k-th session of the j-th lecture of the i-th subject

where 1 <71 < N, 1 <j5<L, 1<k <piy, xzjr € Days, yijr € Periods and
L <z < L.

The constraints that the solution has to satisfy are the following:
(i) No two sessions can take place at the same time in the same classroom:
Tijk F Tige NV Yigk F Vi NV Zige £ Zigre

v iajakai/aj/ak/ with 1§Z§Na 1§j§lla 1§k§p2]a 1§Z/§Na
1<y <l 1<k <ppjr and i#i or j#£j or k# k.
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(i)

(iii)

(vi)

(vii)

(viii)

(ix)

The sessions of a lecture have to take place in consecutive teaching periods of
the same day in the same classroom:

Tijk = Tij(k—1)
Yijr = next(Yijk-1))

Zijk = Zij(k—1)
V 4,5k with 1 <¢ <N, 1 <5< and 2 <k < pg, where
next(tp) is the teaching period immediately following teaching period tp, e.g.
next(10:00-11:00) = 11:00-12:00.
The lectures of a subject have to take place on different days:

Tijk F Tijips

and 1 S k' S Dij.
The capacities of the classrooms have to be respected:

v; < Caijn

Vo4, 5,k with 1<:<N, 1<j<; and 1<k <pyj.
No teacher can teach two subjects simultaneously:

Tijk F Tk NV Yijk F Yirgrer
v iajakai/aj/ak/ with 1§Z§Na 1§j§lla 1§k§p2]a 1§Z/ SNa
1<j <ly, 1<k <pijr, i#47 and {ngjn | 1 <" <t} 0 {nigr [ 1<
j" <tu} £ 0.
The unavailability requirements of the teachers have to be respected:
duty ;1 # zijre NV puln,jr F Yijor

v iajaj/aj//ak with 1§Z§Na 1§j§tla 1§j/§Ut
The unavailability requirements for the classrooms have to be respected:

1< 7" <1; and

Nijo

duc,,,j' # Tijk NV PUCs g0 F Yijk
v iajakaj/ with 1§Z§ Na 1§]§ lia 1§ kSpZ] and 1§.7/ S ucz;jk'
The unavailability requirements for the subjects have to be respected:
dusi; # xije NV pusi; £ Yijrk
The non-conflict requirements among subjects have to be respected:
$Z]k # xs,j/j”k’ \v y”k # ys,jlj”k’

v iajakaj/aj//ak/ with 1§Z§Na 1§j§lla 1§k§p2]a 1§j/§dla
1 i ls”,, and 1§k/§p51j,]’//.
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Note that the previous formulation does not encode the types of the courses. It
1s assumed that this information has been preprocessed and the result is represented
by the pairs of disjunctive subjects.

2.2. Quality standards

A correct timetable is one that satisfies all the constraints imposed over its data,
which were outlined in the preceding paragraph. As it has been stated, this is not
enough for a timetable to be complete. For a rough idea to be given, a correct
timetable can be one that manages to somehow “compress” all the lectures in three
days in a five-day weekly basis. But a timetable of this nature is unacceptable.

Although quality, as a concept, is purely subjective, a number of criteria ex-
ist, the meeting of which leads to an objectively qualitative and, thus, acceptable
timetable.

The first of these criteria has to do with the lecture balancing for all semesters.
For example, if a semester has a total of thirty teaching periods weekly, then care
has to be taken, so that the daily teaching periods for this particular semester are
as close as possible to the median, i.e. six. Moreover, the lectures of all the subjects
in one day have to be as concentrated as possible, so no idle time between lectures
of different courses exists. Teaching load criteria also exist for faculty members. For
example, the number of lectures a faculty member gives daily should not exceed a
given limit.

Another criterion originates from the duration of a subject. A subject with
a total of five teaching periods i1s best to be divided in two or three lectures. If
that is the case, then these lectures should have the greatest possible daily distance
between them.

The fourth standard has to do with the minimization of students’ movement
between lectures of different subjects. That is, a particular semester should spend
as much time as possible in the same classroom, for a given day. The capacity
of classrooms creates another standard, which has to do with their utilization. A
classroom should host courses for which their attendance 1s most closely to its
capacity. In this way, maximum utilization is achieved.

The final two criteria have to do with the preferences of those who are affected
by the timetable. These preferences usually come from faculty members and the
student body. For example, although a faculty member may be available for teaching
during a specific period, nevertheless prefers for some reason not to teach. On the
other hand, courses of different types, that under normal circumstances might be
scheduled simultaneously, are preferred by the student body not to be, perhaps
because there is a great number of students who wish to attend both subjects.

At this point, it must be stressed out that all criteria mentioned are preferences
and not constraints. This means that they can be relaxed or even disregarded in
order for a timetable of greater quality to be constructed. However, some of the
quality standards are obviously opposed. For example, better utilization might
mean that students should be moved between different classrooms. It 1s probably
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impossible for a timetable to be constructed in some way that all the criteria are
respected. This brings us back to the subjective nature of quality.

2.3. The demands from a timetabling application

A number of matters have to be taken in mind in order for a successful timetabling
application to be constructed.

First of all, the data representation should follow the nature of real-world data
as close as possible. There should be sufficient representation of courses, faculty
members and classrooms as well as their individual properties. These data should
be able to change on the user’s demand to reflect the changes of real data. Next, the
constraints concerning these data should be imposed over the problem representa-
tion. This leads to a way of producing correct timetables. The following step has to
do with the generation of a nearly optimum solution to the problem. This involves
the satisfaction of as many as possible quality criteria. But, as any concerned user
gives different significance to the quality standards, a way to assign priorities to
these standards should be provided. The higher the priority the more effort for
satisfaction should be made by the application.

Rescheduling is another aspect. It should be created in such a way that a given
timetable could be regarded as an additional input. Then, it should attempt to
reschedule this timetable, making the smallest possible number of alterations, if
any.

An automated application cannot come close to the complexity, or maybe sim-
plicity, with which a human tackles a complex problem like the timetabling one.
This, in conjunction with the fact that the final solution might indeed be in need of
slight alterations, makes necessary the ability of post-editing a generated timetable.

All of the above imply the construction of a complete and user friendly interface,
through which the user will be in a position to input, save, retrieve and generally
manipulate the problem’s data and results.

Last, but certainly not least, comes the matter of execution time. This time can
be regarded as the time period needed for the application to generate a timetable
for real data, in volume as well as intricacy and values, starting from a zero basis.
If a person needs an afternoon or a day or, even, a week to create a timetable, then
an application that does not reduce this time considerably is not of much use.

An application that is built in a way to respect all the factors mentioned above
is in a good path. But for an application of that kind to be developed, a consistent
framework capable of accepting and resolving all the previously stated representa-
tions and problems should exist. This framework is CLP. A successful application
using a specific instance of CLP has been developed. A conversation on that par-
ticular instance, namely the ECL!PS® language, as well as CLP, follows in the next
section.
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3. Constraint Logic Programming and ECL'PS¢

Logic programming is a problem solving methodology, as opposed to traditional,
procedural programming. The basic idea behind logic programming is that it is
not so much needed to materialize the procedures that lead towards the solution
of a problem, as it is needed to identify the entities involved and rather declare
the relations between them. The solution is then found by means of an inference
mechanism acting upon the previously mentioned relations. This is the notion of
declarative programming and the best known representative of this class of computer
languages is Prolog.

It has been argued in the literature that an algorithm has two main components,
namely logic and control>” Logic is in charge of what the algorithm does, while
control is in charge of how this 1s done. An ideal programming methodology should
first be concerned with logic (what we want to compute) and then with control (how
the solution is achieved). The superiority of logic programming stems from the fact
that it provides a means of dividing the two concepts mentioned previously.

The logic programming approach is extremely applicable to solving search prob-
lems that involve entities which are related through specific constraints. An internal
resolution and inference mechanism is used to find the required solution. Most com-
monly, the mechanism used is known as SLD-resolution. This leads to a depth-first
search of the problem space, resulting in what is known as a generate-and-test strat-
egy. Constraints can act as tests, eliminating from the search space paths that are
dead-ends. However, this may not lead to acceptable efficiency for large problems,
so what someone might want to have is a more active exploitation of constraints.

The purpose of CLP?%2? is now clear. It is an attempt to enrich logic pro-
gramming in such a way that all of its unique properties are maintained, but a new
mechanism, concerned with the imposition and solution of constraints is introduced.
This mechanism’s objective is to enhance logic programming in such a way that ef-
ficiency is the main target. This kind of philosophy is known as C'LP(X) scheme,
where X can be instantiated to any possible set of entities, in accordance to the
application under question. For example, if a program manipulates real numbers,
CLP(R) is used.

The required enhancements for CLP come from work that is done in the areas of
consistency and constraint propagation techniques. The primary objective of these
methods is to avoid the generate-and-test paradigm and prune the search space
by solving the imposed constraints. In this way, less effort 1s needed to find the
solution, because the system itself rejects possible paths in the search space, by
deciding that they do not lead to a solution, sometimes even prior to initializing
the search procedure. This realization of search is called constrain-and-generate.
With the introduction of CLP, the solution of a large class of problems has become
feasible. This class of problems contains the scheduling problem and, thus, the
timetabling problem as well.

ECL!PS® 3% is an instance of CLP. It has been created at the European Compu-
ter-Industry Research Center (ECRC) as the successor of CHIP, the first CLP(F D)
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solver. F'D stands for Finite Domains. The constraint facilities of CHIP have been
integrated into ECL!PS®.

ECL!PS® is a Prolog system, enhanced with various extensions that provide
sufficient flexibility for the undertaking of a number of diverse problems. This
flexibility stems from a particular data type supported by the language, named
metaterm. The metaterm facility provides a basis for a number of libraries to be
developed. Examples are the constraint libraries and their specific instances, such
as the finite domains library. The finite domains library has been used in the
context of the work related to this paper, so a brief discussion aiming at the better
understanding of its functionality follows.

The finite domains library of ECL!PS® contains a number of constraints to be
imposed, mainly over integer, but also any other instance of atomic data. The basic
concept to be understood is that of a domain variable. The domain variable is one
that ranges over a finite domain. This range is defined through the built-in ::/2
predicate. Forinstance, the series of goalsX :: 1..5,Y :: [red, green, bluel,
Z :: [1, 3, 5..8] defines the domain variables X, Y and Z ranging over the do-
mains {1, 2, 3, 4, 5}, {red, green, blue} and {1, 3, 5, 6, 7, 87} respec-
tively. Constraints can be one of two kinds, arithmetic and symbolic. An arithmetic
constraint is nothing more than a relation between linear terms. This relation can
be one of equality (#=/2) or inequality (##/2, #</2, #<=/2 #>/2, #>=/2). A linear
term is an arithmetic expression composed of numbers and domain variables, in such
a way that no multiplication or division between domain variables exists. For exam-
ple 2*¥X-Z #< X-3is an arithmetic constraint, while X*Z #> 3 is not, as it does not
respect linearity. Conjunction and disjunction of constraints is provided through the
use of the #/\ and #\/ predicates. Symbolic constraints are implemented through
specific predicates such as element (I, List, X), stating that X should be the I-th
element of List. Both X and I are domain variables, while List is a list consisting
of ground terms. Additional predicates are provided by ECL!PS® in order to supply
enumeration (indomain/1) and optimization (min_max/2, min_max/5) facilities.

For a CLP language such as ECL!PS?, there exists a specific strategy under
which constraint satisfaction problems should be tackled. This tactic consists of
three basic steps:

(i) Identify the domain variables and define them and their domains. These
variables serve as the representation of the problem entities.

(ii) Tmpose over these variables the constraints that state the relations between
them. These constraints are in fact used for the pruning of the search space
and, thus, act as the limits of the territory inside which lay the solutions of
the problem under consideration.

(iii) Start an enumeration procedure, which, in cooperation with the internal con-
straint propagation mechanism as well as the Prolog engine, returns the prob-
lem solutions, if any. This step can also be found under the CLP nomenclature
as labeling. In case the optimum solution is required, additional care has to be
taken. ECL!PS® provides a branch-and-bound method that computes the opti-
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mum solution with respect to a given cost function. Another approach would
be to use some intelligent search technique based on the problem heuristics,
in order to return a nearly optimum solution. This is the case of the work
presented in this paper and the topic under the following discussion.

4. ACTS — Automated Course Timetabling System

An attempt to automate the timetable construction procedure has been made at
DI/UoA. The outcome of this attempt is a system called ACTS (Automated Course
Timetabling System). In this section, the various elements of this attempt will be
highlighted, paying particular attention to the intelligent search techniques devel-
oped, in order to construct a real-life working system.

4.1. The system data

For a timetabling application to be built under CLP, a number of elements have to
be considered. The first of these are the data of the problem and the constraints,
obvious or implied, which have to be imposed over them.

The case that had to be considered in ACTS was the one concerning course
scheduling. Consequently, a representation had to be decided that would fully
reflect upon the way these data are perceived by an individual that has been placed
in charge of undertaking the timetable construction procedure.

e The first group of elements that will be presented is that of real-world time
concepts, namely days and teaching periods. In DI/UoA, timetables are con-
structed on a weekly basis, therefore resulting in an encoding of days as num-
bers, more precisely, 1 for Monday, 2 for Tuesday and so on. The number
of teaching periods per day are eleven, starting at nine in the morning and
ending at eight in the evening. The encoding is quite similar in this case,
resulting in one number for every teaching period, for instance 1 for the first
period, from 9:00 to 10:00, 2 for the teaching period starting at 10:00 and
ending at 11:00, etc. This encoding i1s quite important, as it is used in several
of the representations of the other structures identified by the program.

e The second element considered is that of teaching classrooms. These class-
rooms have a number of properties. The first of these properties is their name,
along with a unique number assigned to them by the program itself. The next
of their properties is their capacity, which translates in the number of students
they can accommodate and hence, the subjects they can host, as an expected
attendance is assigned to every subject. Their last property and probably
the most important one, as it leads to hard constraint imposition, is the one
concerned with their availability. A classroom might be unavailable for some
days and teaching periods due to external factors, such as faculty meetings or
seminars. In this case, these days and teaching periods should be excluded.
A list is created in order to denote the days and periods that a classroom is
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unavailable. Knowing when a classroom in not available is selected, because
it is easier to impose the constraints. A Prolog fact, classroom/4, is used
each time a classroom has to be encoded.

e The next timetable element to be considered 1s that of the faculty members.
Their first property is again their name, along with a unique number assigned
to them by the program. The other two of their properties have to do with
their unavailability. A faculty member can be unavailable, in which case
the specific days and teaching periods that he or she declares as unavailable
are excluded, or can be available, but for some reason prefers not to have any
teaching obligations whatsoever. The difference between the above mentioned
unavailability classes is that while the first one will be satisfied, whatever
the cost, the second will be sacrificed if the generation of a better timetable
instructs so. The latter has to do with the quality of the generated solution.
A Prolog fact, teacher/4, is used to denote faculty members.

e The other real-life entity that should be represented is that of the student body
and more specifically the semesters involved in and affected by the timetable
process. In DI/UoA, there exist four undergraduate and six postgraduate
academic years, the latter originating from three postgraduate curricula, two
years in each curriculum. This means that a total of ten entries have to be
expressed. For each entry, its coded name is needed, along with a list instruct-
ing when the semester under question is not available. This can be the case,
because some of the above mentioned postgraduate academic years belong to
joint programs with other departments, which means that a fraction of their
timetable can be fixed and thus unchangeable throughout the timetable pro-
cess. For example, a postgraduate semester can give the requirement that it
can only attend lectures on two or three specific days of the week. This has to
be integrated into the knowledge of the program. The Prolog fact semester/2
is used for semester information entries.

e The last of the timetable elements that is needed is the one concerning the
taught courses in one semester. A number of properties have to be identified
for one course. Again, the first group of these has to do with its unique
identification, consisting of a number assigned to the course by the program,
as well as the course’s name and code, as they appear in the department’s
curriculum. The next property 1s the one concerning the expected audience
to the lectures of the course. For instance, this can be the median of students
attending the course in the last years. The following property has to do with
the weekly duration of a subject and how this duration should be split into a
number of daily lectures. In DI/UoA, the total duration of a subject varies
from three to five weekly hours. This duration can be split in a number of
ways. For example a five-hour course can be split either in two two-hour
lectures and a single one-hour one, or it can be split into one two-hour and
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one three-hour lecture. In any case, the program is indeed concerned with the
way the duration is split into lectures and not how long this duration is.

An interesting property of a subject 1s the one concerned with what is known
as the subject’s type. It is the case in DI/UoA, as well as other academic
departments, that a characterization is given to each subject, according to the
material it covers, the semester it is offered and the internal structure of the
department. For example, a subject of DI/UoA’s undergraduate curriculum
can be compulsory, basic or optional. In the two latter cases, it belongs to one
of the department’s three divisions. Moreover, it might be the case, that it is
considered as basic or optional for more than one division and even belong to
more than one semester, furthermore, appearing in both undergraduate and
postgraduate curricula. It is clear that a very complex situation has to be
acknowledged and integrated into the program. For these difficulties to be
overcome, a demonstrable amount of flexibility was chosen. In fact, a subject
can appear under almost every category that was previously mentioned. The
program itself, is in such a position that, if asked, can clear the situation,
deciding on the strongest of the categories, even finding with which other
courses a particular course should not be scheduled simultaneously. A list
is generated consisting of subject codes, denoting that there should exist no
conflicts between the subject under consideration and the members of the list.
A similar list denotes a preference of avoiding conflicts between particular
courses. Both of the above mentioned lists can be universally created by
means of default rules integrated into the program.

A consequence of the subject’s belonging to one or more curricula is the fact
that unavailability factors have to be taken into consideration. This unavail-
ability of a subject is nothing more than the union of the unavailabilities of
all the semesters and academic years to which the subject belongs.

A subject is, of course, taught by some faculty member. This can be one,
or more than one. FEither case, it has to be reflected upon the subject’s
properties. The final property i1s a flag. It denotes whether the subject will
be scheduled or not. It may be the case, under special circumstances, that
a subject, although it appears in the department’s curriculum, should not be

scheduled.
A subject is denoted by the Prolog fact subject/11.

To sum up all the information given above, the following are examples of every
data entry to the program.

e classroom(1, ’Informatics Room’, 120,
[na(1,9), na(1,10), na(1,11)1)

A classroom with a code of 1, named Informatics Room, a capacity of 120
students, which is not available on Monday for the last three teaching periods.
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e teacher(1, ’Stamatopoulos’, [na(1,9), na(1,10), na(1,11)],
[np(2,1), np(2,2)]1)

A faculty member with a code of 1, named Stamatopoulos, who is not available
the last three teaching periods of Monday and who prefers not to teach the
first two periods of Tuesday.

e semester(’u/3’, [mna(2,1), na(2,2)])

The third undergraduate semester, which is not available on the first two
teaching periods of Tuesday.

e subject(1, ’CS10’, ’Expert Systems’, 80, 2+2, [[’u/2’, ’*b/2’],
[’uw/3, °b/2°1]1, [11, [5,6,7]1, [1, [na(3,1), na(3,2)], 1)

A subject with a code of 1, the curriculum code of CS10, named Expert
Systems, an expected audience of 80 students, a total duration of four hours
split in two two-hour lectures, characterized as basic of the second division
for the second and third academic years, taught be the teacher with a code
of 1, not to be scheduled on the same time with subject under codes 5, 6 and
7, no preference for avoidance of simultaneous scheduling, that should not be
scheduled on the first two teaching periods of Wednesday and which should
appear in the timetable under construction.

4.2. The problem modeling

As it has been stated in a previous paragraph, the first step in tackling a constraint
satisfaction problem under a finite domains implementation is to identify the domain
variables involved and define their domains.

In this specific problem, the problem variables constitute an hourly lecture, or
a session, of a given subject. This modeling was favored, because this is what
is presented in a timetable. When someone reads a given timetable, he does not
so much see lectures of subjects, as much as he sees sessions of a subject, the
combination and sequence of which create lectures. The creation of lectures out of
sessions 18 a matter of correct constraint imposition and it will be discussed shortly.
In addition, this representation gives additional flexibility to the user, in order to
evade some of the constraints imposed by the program, in the process of post-editing.
However, this is not recommended, as such an action may create potential problems
in a later executed rescheduling process. Another advantage of the selected decision
stems from the fact that a representation of this kind, although more expensive in
terms of memory than a representation that would concentrate on starting hours
of the lectures (the ending hour can be derived from the duration of the lecture),
makes constraint imposition easier. For instance, a required constraint is that all
the sessions are assigned a different triplet of day, teaching period and classroom.
This kind of constraint is provided by ECL'PS®. In any other case, programming
would have to be lowered to an inferior level, the level of designing and developing
new constraints.
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The number of the variables used is in accordance to the number of courses
appearing in the timetable under construction and their duration. Example granted,
if there are five subjects, each with a three-hour duration, fifteen domain variables
have to be created.

Now that the variables are identified, their domains have to be defined. These
domains are in close relation to the entity that the domain variables represent.
It was mentioned before that every variable is assigned a triplet consisting of a
day, a classroom and a teaching period. This is in fact the representation used,
but not in this original form. The language has the ability to handle constraints
imposed over integer and atomic domains. A triplet of this kind is neither integer
nor atomic. So, this information had to be somehow compressed in a different form,
in order to use the high-end constraint mechanism of ECL‘PS®. For that reason,
every triplet, that is, of course, unique for a specific instance of the problem, was
unified into an integer number. This approach seems to be slightly different from
the mathematical model presented earlier, where for each session of every lecture
of all subjects three distinct variables are defined, however, it 1s easy to see that
this, rather syntactic, change will serve a more efficient encoding of the problem
constraints. Indeed, constraints that should be imposed over such a triplet were
easily programmed under this representation. For instance, a constraint of this
kind would be that every session should be held on a different combination of day,
classroom and teaching period. This could be done with only one call, by use of
the provided alldifferent/1 predicate. On the other hand, constraints that had
to be imposed over only one element of such a triplet could be programmed if the
triplet would be broken down in its constituents. A linear term can be assembled
that can analyze any number into a combination of days, classrooms and teaching
periods. This linear relation is

N = (D —1) x Rooms x Periods + (R — 1) x Periods + P

where N is the triplet number, D is the day number, R is the classroom number
as 1t has been assigned to the classroom by the program itself, P is the teaching
period number, Rooms is the total number of classrooms and Periods is the overall
number of teaching periods in one day.

For instance, if there were five days, three classrooms and seven teaching periods,
then the converted numbers would be as shown in Table 1.

Table 1. Correspondence of (D, R, P) triplets to triplet numbers.

1st classroom  2nd classroom  3rd classroom

1st day 1-7 8-14 15-21
2nd day 22-28 29-35 36-42
3rd day 43-49 50-56 57-63
4th day 64-70 71-77 78-84
5th day 85-91 92-98 99-105

It becomes obvious from the previous example that the domain for every program
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variable ranges from 1 up to the product of days, classrooms and teaching periods
(in the case above, 5 x 3 x 7 = 105). This is the original domain of every variable,
since after the imposition of the availability constraints a number of elements will be
excluded. More specifically, the first values to be excluded have to do with the fact
that some classrooms might not be available for individual combinations of days
and teaching periods. Other constraints are special for every course to be scheduled
(for instance, faculty member unavailability).

4.3. Imposed constraints

The next step in dealing with a constraint satisfaction problem is the imposition
of constraints over the identified and defined variables. These constraints come
from the nature of the problem faced. In the timetable construction case, the
constraints originate from the various discrete structures that constitute the data
of the problem.

e The first of these constraints is derived from the teaching facilities of an aca-
demic department, namely the classrooms. A classroom can be unavailable
for specific combinations of days and teaching periods. If that is the case,
these values will have to be cleared off the domains of the problem variables.
In fact, in the actual implementation, these values do not even make it to the
domains. After computing all the possible values for a domain variable, these
values are inserted into a list. All the combinations of unavailable days and
teaching periods, for every classroom, are deleted from the contents of this
list. This list is later used to define the variables’ domains. If all the variables
were to be initialized to the same domain and later, by means of constraint
imposition, have some of the possible values excluded, it would result in un-
necessary aggravation of the whole system. These values are universal and are
known a priori, so there is no need for them to be inserted into the domains.

e The second type of constraints stems from the faculty members. As long as
there exists teacher unavailability, then the appropriate constraints have to
be imposed. A course, whose teacher denotes a specific day and teaching
period as unavailable, cannot have any session take place at that time. In
the event where more than one teacher exist for a subject, then the union
of their unavailabilities is needed. That is because although not both faculty
members are together in the classroom, it is common practice that they should
both be available in case a swapping of sessions has to occur for some reason.
Given the fact that a faculty member characterizes only days and teaching
periods as unavailable, 1t is obvious that not only one value will be excluded
from the possible solution set, but a number of values equal to the number
of available classrooms for the given combination. For instance, if there are
five classrooms available for a session, for which the faculty member in charge
of teaching denotes a combination of day and teaching period as unavailable,
then five possible values will be cleared.
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The next constraint that faculty members introduce arises from their availabil-
ity to teach a subject. This is because when a faculty member has a teaching
session, he or she is unavailable for any other session. The former is clearly
an implied constraint and one that can be missed if the problem 1s tackled
with inappropriate diligence. In this case, the possible value of this session
has to be excluded from the possible values of other sessions held by the same
faculty member. Propagation techniques are used in analogous circumstances
in order to clear the situation. These constraints are usually solved only after
a few values have been assigned to domain variables.

o Courses are the source of another group of constraints. Given the fact that
a course has a specific type, this implies that it should not be scheduled on
the same time with some other courses. This translates to the constraint
that the domain variables of these subjects should be different in the aspect
of the combination of day and teaching period. It was stated in a previous
paragraph that the list of all the courses with which no conflict is allowed for
a given subject is known to the program and in any case can be created by the
program, according to the subject’s type. These constraints are imposed only
over one of the subjects involved due to the reflexive nature of the difference
relation.

The second constraint has to do with the splitting of a subject into lectures.
Special constraints have to be imposed in order for the subject to be correctly
split (each lecture on a different day) as well as for the continuity of the
sessions for a given lecture to be assured (each session follows the other on
the same day and classroom).

The last constraint comes from the expected attendance of the subjects. The
lectures of every subject have to take place in classrooms that are large enough
to host them. All the values corresponding to classrooms of a smaller capacity
than the expected audience are cleared off the variables’ domains.

e The last type of constraints i1s derived from the student body and has to
do with the individual semesters’ unavailability. A subject belonging to a
semester that has declared some days and teaching periods unavailable should
not have any of its lectures held on these specific combinations.

After the imposition of constraints, constraint solving techniques are initialized,
in order to prune the search space. In special cases, of hard-constrained variables,
this means that their domains have dramatically decreased, or even have been
initialized to some value. This tactic reduces substantially the workload of the
intelligent search procedure, analyzed in the next paragraphs.

4.4. Solution generation — The scheduling process

The final step towards the solution of a CLP problem is to trigger a search procedure
in order to locate and produce the desired solution (or solutions). The choice of a
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search procedure is undoubtedly the most sensitive and important of all the choices
made during the development cycle of the application. And that is because with
a correct decision, there can be an undisputed increase in the program’s efficiency.
Note here, that in most cases only one solution is required, the one that responds
better to a specific collection of criteria. This solution, in the general case, is not
the first one to be found. In the timetabling problem, the difference between the
first and the final solution is what might be characterized as the transition from a
correct to an acceptable solution.

The first attempts toward the generation of an acceptable solution were based
on the provided facilities of the ECL!PS® language. These facilities are nothing
more than an implementation of blind search techniques (predicates indomain/1,
deleteff/3, deleteffc/3, labeling/1) as well as a class of predicates aiming at
the blind generation of optimum solutions (predicates belonging in the min_max and
minimize classes). The philosophy of such methods revolves around the creation of a
linear expression, consisting of arithmetic constants and program variables, common
for all solutions, that represents the cost of a given solution. An optimization
predicate 1s then executed with a number of parameters, two of which are the
cost expression and the labeling procedure. Lastly, a branch-and-bound process is
initialized, aiming to supply the lowest cost solution.

Such methods proved to be inadequate for the solution of the timetabling prob-
lem. Their failure was mainly due to the problem’s complexity. As it has been
established, a number of quality standards exist. The above mentioned cost expres-
sion had to encompass all of these standards. An optimization technique, like the
one provided by ECL!PS®, implies that the cost expression has to be helpful toward
the separation of the solutions. But, because the problem was so complex and a
large number of criteria existed, the cost expression proved to be quite an inflexible
one. This had a dramatic effect on the execution time of the scheduling process.
For the sake of argument, the program could blindly generate the first solution in,
roughly, a few seconds. But when the cost expression and the optimization method
were involved, the program needed about twenty minutes to calculate the cost ex-
pression and would generate no more than four solutions in two hours. Clearly,
a new search procedure had to be developed. This procedure should be one that
would take into account all the special characteristics of the timetabling problem
and would lead directly to the optimum solution. This was nothing more than an
intelligent search procedure based on the problem heuristics.

By developing an intelligent search procedure, an attempt was made to use the
human knowledge and understanding of the timetabling problem to the highest
degree possible. The basic idea is that, if after the imposition of the constraints
and the application of consistency techniques, the possible values of every variable
are known, then the problem heuristics can be energized in order to select the
most promising value. Moreover, even the variable to be instantiated next can be
selected. Additional information can be supplied during the scheduling process, as
every value assigned is known to the subsequent selections and assignments.
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The developed scheduling process has two modes. It can either act upon indi-
vidual semesters or spread over all of the courses. In any case, a selection is made
aiming to find which subject’s variables will be instantiated next. The selection is
made as follows. First of all, each day is divided into morning (9:00 — 14:00) and
afternoon (14:00 — 20:00) fragments. This is done because when people are asked to
declare their availability they tend to think in the more abstract level of mornings
and afternoons. Next, the total number of mornings and afternoons where each
subject can be scheduled is calculated and, after that, the subject with the least
possible alternatives is selected. This 1s an implementation of what is known as
the first-fail tactic. When a subject has fewer alternatives, then the chance of an
incorrect value assignment 1s minimized. Moreover, if a subject with more alterna-
tives were to be selected, then its value assignment might have an unwanted effect
on the possible values of the more constrained subject, making impossible its value
assignment and thus causing unnecessary, as well as predictable, backtracking in the
whole process. In case two subjects belong to the same category, then a tiebreaker
procedure is put in effect. This procedure shows a preference for stronger typed
subjects, 1.e. compulsory subjects are to be scheduled before the division basics and
SO on.

After the subject that will be scheduled is identified, the scheduling process
begins. The first step is to retrieve all the possible values for a given lecture (the
provided predicate dvar_domain_list/2 is used for this purpose). One of these
values will be chosen as the most promising one. This choice is made according to
the quality standards:

(i) Semesters’ lecture balancing
(ii

(iii

Faculty members’ lecture balancing
Student movement between lectures

lassroom utilization

(v

C
(vi) Distance between lectures of the same subject

)
)
)
(iv) Idle time between lectures
)
(vii) Faculty members’ preference of not teaching

(viii) No simultaneous subject scheduling preference

The decision process is quite simple. All possible values are sorted with the
above mentioned quality standards acting as the criterion. For each value, eight
scores are assigned, denoting the corresponding criterion satisfaction degree. The
time when the sorting process will decide that one value is better than the other is
when it becomes possible to sever the values according to the criteria. This means
that it might be the case for not all of the above mentioned criteria to be used. An
example can clear this situation. If two values have scores X=[1,2,3,4,5,6,7,8]
and Y=[1,2,3,5,6,7,8,9], then the sorting process will be able to decide once it
reaches the fourth criterion. For the score calculation, knowledge extracted from
the program data, as well as knowledge gathered during the scheduling process, is
used.
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From the discussion above, it becomes obvious that the order in which these
criteria are declared in the scheduling process plays a significant role. That is why
no static order of criteria exists. The user is in the position to assign priorities
to these criteria. A direct consequence of this is that different orders of criteria
generate different timetables for the same data. Experimentation in this sector can
be a guide by which the user can decide which order produces the best timetables
for his or her purposes. Furthermore, when a timetable is stored, it contains the
order of criteria with which it was generated.

4.5. The rescheduling process

The rescheduling process is quite similar to the scheduling one, as i1t is based on
the same heuristics. However, what is admitted here is the fact that, in order for
a rescheduling process to be efficient, a minimal number of alterations have to take
place in the program’s data. In case there are drastic changes in the input, then
a rescheduling process is in danger of degenerating into a full-scale scheduling one,
but somehow aggravated by all these actions that aim to construct a timetable with
a minimum number of differences to the original one.

In a nutshell, the course of a rescheduling process is the following. Again,
variables have to be identified, have their domains defined and constrained. But, as
now there might be courses that appear in the new curriculum and not appear in the
former (i.e. one of the changes might be the addition of courses to the curriculum),
a rescheduling process has to take effect based on the common data of the two
problems. This process will create a timetable with the least possible number of
changes, which could be zero, if the only alterations on the input are limited to
the addition of new subjects. When the rescheduling process comes to an end, a
scheduling process is initialized for the remaining subjects, obviously taking into
account the already rescheduled timetable. This process has the goal of inserting
the lectures of the new courses in specific voids in the rescheduled timetable. This
approximates the actions of a human if he or she was facing a similar problem.

As stated, the rescheduling process is based on the admittance of a minimum
number of changes. In the other aspects, it follows a process resembling the one
of the scheduling process. Again, a selection of the next subject to be processed is
made and, again, this selection can be made between subjects of the same semester,
or between the heap of all of the subjects, regardless of semester. Once a subject is
selected, the main procedure is put into effect. The algorithm used is quite simple.
If the lectures of a given course can be held on the same time, then this is the
choice made. No changes are made. If for some reason this cannot be the case,
then the scheduling procedure is triggered, sorting all the possible values, in order
to find the most promising one. Obviously, this alteration will create a difference
to the original program. The heuristic here is that if a small number of changes
in the data exist, small enough for a rescheduling process to make sense; then the
majority of the rest of the timetable will have the minimum number of changes.
Furthermore, in case a change has to be made, then the use of the same heuristics
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tends to ensure the least possible actual distance between the two timetables, the
original and the rescheduled one. A faculty member can accept the fact that one
of his or her lectures has shifted an hour earlier or later. Although this is a change
to the original timetable, 1t is not a big change. But if a faculty member is asked
to adhere to a completely different timetable, this cannot be easily accepted. The
various tests given on this sector to the rescheduling procedure have proved that it
behaves well enough under circumstances of this kind.

The next step in the rescheduling process is the course addition process, which is
a partial scheduling one. It is partial, because a timetable already exists, stemming
from the rescheduled version of the original timetable. The heuristics are the same
as in the scheduling process. In case the change in the application’s input is only
this addition of courses, then there is a great possibility that these courses will
be scheduled in existing voids of the timetable. This is actually what someone
would hope for, that is the same timetable only now enriched with the lectures
of the new subjects. Of course, for that to be the case, the new courses must be
accompanied with a real flexible set of constraints. If changes have to be made,
then the rescheduling process will make them, trying to keep the smallest possible
distance to the original timetable.

The rescheduling process seems quite naive in its concept. But the fact is that
it works under real-world circumstances. Moreover, the time needed to reschedule
an existing timetable, if the principle of a minimum number of changes is respected,
can be limited to half of the time needed to construct a timetable from scratch with
the help of the previously mentioned scheduling process.

5. ACTS at Work

For an application to be used and widely accepted, a number of properties have to
exist. The first of these properties is the implementation of an easy to use as well
as complete and flexible interface. ACTS provides this interface, developed on a
particular extension of the ECL!PS® language, the ProTcXl library, based on the
popular scripting language Tcl and the Tk toolkit. This interface comes with a
number of interesting facilities.

The first of these facilities is the fact that the user can input new data in an easy
way. These data can be stored, retrieved and manipulated in any way possible. All
of the processes presented in the previous paragraphs are within the user’s grasp.
He can also change the order of the specified quality criteria at will. When all the
timetable parameters are set, a scheduling process can be initialized (Fig. 1). During
this process, the user receives substantial information on what the program is doing
at a given time (i.e. selecting a subject to be scheduled, imposing constraints or
assigning values). Additional flexibility is provided by the fact that the user can
combine a given set of data with different timetables generated from this set of data,
by different criteria orders.

When a timetable is created, it is presented to the user (Fig. 2). ACTS comes
equipped with a complete, fully functional timetable editor. In this process, which
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Fig. 1. A datafile is opened. ACTS awaits for classroom availability (a) and timetable parameters
to be set (b). After that, the scheduling process is executed (c).

was previously referred to as post-editing, the user can make changes to the gener-
ated timetable, if he or she thinks that the outcome was not satisfactory. This editor
can also be used in order to create manually a timetable from scratch. However, the
most unique feature of the timetable editor is the fact that it supplies a timetable
verifier, a process that checks the timetable for possible errors or misjudgments.
If any errors are found, the user is informed about the number of errors and, for
each individual error, the day, teaching period, classroom and subject session that
generated it, accompanied by an explanation of the error and what must be done
in order to fix it.

Another important feature of ACTS is its ability to create ready-to-publish
timetables. After the user is satisfied with the generated or altered timetables, he
or she can save the timetables both in text format, as well as the more popular and
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Fig. 2. Timetable viewer and editor. The edit commands and the verification facility are also
visible.

more detailled HTML format. A timetable can be saved in a “by day” or a “by
classroom” way. In any case, the generated timetable can be easily published both
on a bulletin board, if printed, or directly on the World Wide Web.

The final feature of ACTS is that it comes with an on-line help facility, ready
to guide the user through the whole process.

6. ACTS Evaluation

The program’s efficiency is very high. It has been applied to real-world data sets,
such as the ones of DI/UoA, consisting of five to six classrooms, roughly sixty
courses and fifty faculty members and teaching assistants. By use of a quite sat-
isfactory priority assignment to the quality criteria, the developed application is
in the position of generating the final solution in about twenty to thirty minutes
running on a Sun SparcServer 1000. The timetable generated is a nearly optimum
one, as it satisfies the quality standards to the highest possible degree.

It should be stressed that the most sensitive of the decisions made during the
data inputting for a timetable under construction is the priority assignment to the
quality criteria. These are the guides by which the intelligent search procedure
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is directed. A “bad” choice in this sector is possible to result in a continuous
backtracking of the solution generating procedure, thus substantially increasing the
program’s execution time. There is no doubt that a solution will be generated even-
tually, but it will not be such a good one and it will not be found in a reasonable
amount of time. The system’s monitoring facilities can be helpful in acknowledg-
ing and overcoming such unfortunate decisions. As it was previously mentioned,
the user has complete knowledge of the program’s actions. Backtracking can be
easily realized. After experimentation, an empirical method of acknowledging such
problems can be the fact that if backtracking occurs at the early or middle stages
of the search process, then no real problems exist. However, if the system starts
to fluctuate near the end of the search process (i.e. only with a couple of subjects
left to be scheduled), this means that it is in trouble and most likely it will not
overcome these difficulties. Experimentation acted in a useful way in finding the
default criteria order which the program starts with. It 1s an order that almost
always yields successful results, no matter how complex the data are and how hard
to solve the constraints implied appear.

The program’s main disadvantage is its cost in system resources, both in memory
and in computational aspects. It must be understood that the timetabling problem
is quite a difficult one. A program made to automate this process has to deal
with an extremely large number of facts, an even larger number of variables arising
from these facts, as well as a number of constraints that have to be imposed and
solved. On the other hand, the quality of the generated solutions is quite high.
The timetables generated can be used, either identical or with minor changes, with
no apparent second thoughts. The program’s ability to create different solutions
through different criteria orders allows the user a wide space for experimentation.
Its monitoring facilities are quite helpful in order for the user to decide which criteria
order suits him or her best.

The rescheduling process has a solid and satisfactory behavior most of the time.
For a minimum number of changes, the program resembles human action. Its flex-
ibility and its ability to deal with almost any rescheduling requirement (i.e. data
alterations, curriculum changes, etc.) makes it quite a powerful tool in order to
tackle specific instances of the rescheduling problem in the construction of timeta-
bles.

The existence of an easy to use and substantially flexible interface i1s another
plus. The program’s provided facilities of editing an already generated timetable,
as well as the ability to verify any changes made, are two of its strongest properties.
Particularly, the verifier module is probably the most important one, as it gives
the user the chance of checking without problems all the changes made, as well as
being able to acknowledge all the potential errors and the reasons that led to their
existence. The timetable editor can in fact be regarded as an autonomous feature
of the application, as it gives the user the framework for creating timetables even
from scratch.

But the most powerful feature of ACTS is its ability to handle and work with
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real-world data. Not only does it generate solutions, but also it generates them in a
very short period of time. And what is more, these solutions are either completely
or nearly optimum ones, meaning that they are ready to be published. Its use in
the creation of the current academic year’s timetable in DI/UoA offers evidence
conducive of the program’s success. It is the authors’ opinion that this success
originates from the use of CLP in the solution process, as well as the close approx-
imation of the human expert’s actions, by use of the developed intelligent search
procedure. All of the above make the authors believe that ACTS is on the right
path toward fully automating the timetabling process.

7. Conclusions and Further Work

In this paper, a CLP based approach for tackling the university course timetabling
problem is presented. The aim has been to define the set of feasible solutions through
a number of constraints and to search for a near optimum solution, according to
some quality criteria, by applying intelligent techniques borrowed from the way
human experts deal with the problem. A specific system has been built, named
ACTS (Automated Course Timetabling System), using the CLP language ECL!PS®.
This system has been used in real-life for the satisfaction of the course timetabling
needs of the Department of Informatics of the University of Athens (DI/UoA). A
number of possible enhancements can be made, though, to what has already been
established as a successful application.

The first of these enhancements has to do with overcoming the program’s “gree-
dy” computational nature. A possible breakthrough in this area could be the change
of the program’s lecture representation. Instead of using hourly sessions as the
guide, lectures lasting more than one hour can be used. This means a demonstrable
decrease in the space needed to represent courses. For instance, if three four-hour
courses, to be split in two two-hour lectures, existed, then, while in the existing
representation twelve variables were needed, in the new one six would be used,
meaning a fifty percent reduction in the memory requirements. However, this means
that a whole new set of constraints would have to be developed in order to handle
the new representation. This would also result in changes in the search procedure.
Whether a change this drastic will yield better results remains to be seen.

The search procedure offers ground for substantial improvement. It has been
stated that the program offers a unique solution, the one that is characterized as
the best according to its integrated heuristics. However, such problems do not
necessarily have one solution that is far better by the others, but they rather have
a group of satisfactory solutions. The backtracking mechanism of the Prolog engine
can be used in order to provide the possibility of other solutions making the way
to the user’s knowledge. But this is not necessarily the case. In most cases, what
is needed is not just a different solution. A difference can be just the swapping of
two lectures, but that does not mean that there is a substantial difference between
the presentation of the two solutions. The quest 1s for a solution that is sufficiently
different to the original one. This constitutes a solution that has a maximized
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distance from a given one, but has similar properties in the quality aspect of the
timetable.

It must have become obvious by now that ACTS is strongly bound to the re-
quirements of a specific academic department, namely DI/UoA. Nevertheless, it has
been integrated with principles found in any instance of the course scheduling prob-
lem, for any particular department. These principles can be used as the framework
on which specialized timetable generators would be built.

A final enhancement, and certainly the most ambitious one, is the elevation of
the developed application to another level, in order to construct a machine learn-
ing system, a system that would be more than a “simple” timetable construction
procedure. What someone would like to have is a system that would learn a little
each time the timetable construction process was carried out and would keep this
knowledge in order to overcome potential difficulties it would face in the future.
This system should not just use static heuristic principles, but it would use past
experience in order to create better timetables and it would eventually evolve with
the same rhythm as all the parameters of a timetabling procedure. But a system
of this kind cannot be visible for some time, certainly not in the ten months that
were needed in order for ACTS to be developed. Nevertheless, that system would
certainly denote a new era in the area of real-world problem solving.
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